**Algorithm to insert node at the end of Singly linked list**

**Algorithm to insert node at the end of a Singly Linked List**

**Begin:**

**createSinglyLinkedList** (*head*)

**alloc** (*newNode*)

**If** (*newNode* == **NULL**) then

write ('Unable to allocate memory')

**End if**

**Else** then

read (*data*)

*newNode.data* ← *data*

*newNode.next* ← **NULL**

*temp* ← *head*

**While** (*temp.next* != **NULL**) do

*temp* ← *temp.next*

**End while**

*temp.next* ← *newNode*

**End else**

**End**

## Steps to insert node at the end of Singly linked list
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2. Traverse to the last node of the linked list and connect the last node of the list with the new node, i.e. last node will now point to new node. (lastNode->next = newNode).![Insertion of node at end of singly linked list2](data:image/png;base64,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)

## Program to insert node at the end of Singly linked list

/\*\*

\* C program to insert new node at the end of a Singly Linked List

\*/

#include <stdio.h>

#include <stdlib.h>

/\* Structure of a node \*/

struct node {

int data; // Data

struct node \*next; // Address

}\*head;

void createList(int n);

void insertNodeAtEnd(int data);

void displayList();

int main()

{

int n, data;

/\*

\* Create a singly linked list of n nodes

\*/

printf("Enter the total number of nodes: ");

scanf("%d", &n);

createList(n);

printf("\nData in the list \n");

displayList();

/\*

\* Insert data at the end of the singly linked list

\*/

printf("\nEnter data to insert at end of the list: ");

scanf("%d", &data);

insertNodeAtEnd(data);

printf("\nData in the list \n");

displayList();

return 0;

}

/\*

\* Create a list of n nodes

\*/

void createList(int n)

{

struct node \*newNode, \*temp;

int data, i;

head = (struct node \*)malloc(sizeof(struct node));

/\*

\* If unable to allocate memory for head node

\*/

if(head == NULL)

{

printf("Unable to allocate memory.");

}

else

{

/\*

\* Reads data of node from the user

\*/

printf("Enter the data of node 1: ");

scanf("%d", &data);

head->data = data; // Link the data field with data

head->next = NULL; // Link the address field to NULL

temp = head;

/\*

\* Create n nodes and adds to linked list

\*/

for(i=2; i<=n; i++)

{

newNode = (struct node \*)malloc(sizeof(struct node));

/\* If memory is not allocated for newNode \*/

if(newNode == NULL)

{

printf("Unable to allocate memory.");

break;

}

else

{

printf("Enter the data of node %d: ", i);

scanf("%d", &data);

newNode->data = data; // Link the data field of newNode with data

newNode->next = NULL; // Link the address field of newNode with NULL

temp->next = newNode; // Link previous node i.e. temp to the newNode

temp = temp->next;

}

}

printf("SINGLY LINKED LIST CREATED SUCCESSFULLY\n");

}

}

/\*

\* Create a new node and inserts at the end of the linked list.

\*/

void insertNodeAtEnd(int data)

{

struct node \*newNode, \*temp;

newNode = (struct node\*)malloc(sizeof(struct node));

if(newNode == NULL)

{

printf("Unable to allocate memory.");

}

else

{

newNode->data = data; // Link the data part

newNode->next = NULL;

temp = head;

// Traverse to the last node

while(temp != NULL && temp->next != NULL)

temp = temp->next;

temp->next = newNode; // Link address part

printf("DATA INSERTED SUCCESSFULLY\n");

}

}

/\*

\* Display entire list

\*/

void displayList()

{

struct node \*temp;

/\*

\* If the list is empty i.e. head = NULL

\*/

if(head == NULL)

{

printf("List is empty.");

}

else

{

temp = head;

while(temp != NULL)

{

printf("Data = %d\n", temp->data); // Print data of current node

temp = temp->next; // Move to next node

}

}

}

OUPUT:

Output

Enter the total number of nodes: 3

Enter the data of node 1: 10

Enter the data of node 2: 20

Enter the data of node 3: 30

SINGLY LINKED LIST CREATED SUCCESSFULLY

Data in the list

Data = 10

Data = 20

Data = 30

Enter data to insert at end of the list: 40

DATA INSERTED SUCCESSFULLY

Data in the list

Data = 10

Data = 20

Data = 30

Data = 40